*Лекция 5: Функции в PHP*

#### **Функции, определяемые пользователем**

Для чего нужны функции? Чтобы ответить на этот вопрос, нужно понять, что вообще представляют собой функции. В программировании, как и в математике, функция есть *отображение множества* ее аргументов на множество ее значений. То есть функция для каждого набора значений аргумента возвращает какие-то значения, являющиеся результатом ее работы. Зачем нужны функции, попытаемся объяснить на примере. Классический пример функции в программировании – это функция, вычисляющая значение факториала числа. То есть мы задаем ей число, а она возвращает нам его факториал. При этом не нужно для каждого числа, факториал которого мы хотим получить, повторять один и тот же код – достаточно просто вызвать функцию с аргументом, равным этому числу.

Функция вычисления факториала натурального числа

<?php

function fact($n){

if ($n==0) return 1;

else return $fact = $n \* fact($n-1);

}

echo fact(3);

// можно было бы написать echo (3\*2);

// но если число большое,

echo fact(50);

// то удобнее пользоваться функцией,

// чем писать echo (50\*49\*48\*...\*3\*2);

?>

Таким образом, когда мы осуществляем действия, в которых прослеживается зависимость от каких-то данных, и при этом, возможно, нам понадобится выполнять такие же действия, но с другими исходными данными, удобно использовать механизм функций – оформить блок действий в виде *тела функции*, а меняющиеся данные – в качестве ее параметров.

Посмотрим, как в общем виде выглядит задание (объявление) функции. Функция может быть определена с помощью следующего синтаксиса:

function Имя\_функции (параметр1, параметр2,

... параметрN){

Блок\_действий

return "значение, возвращаемое функцией";

}

Если прямо так написать в php-программе, то работать ничего не будет. Во-первых, Имя\_функции и имена *параметров функции* ( параметр1, параметр2 и т.д.) должны соответствовать правилам наименования в PHP (и русских символов в них лучше не использовать). Имена функций нечувствительны к регистру. Во-вторых, *параметры функции* – это переменные языка, поэтому перед названием каждого из них должен стоять знак $. Никаких многоточий ставить в списке параметров нельзя. В-третьих, вместо слов блок\_действий в *теле функции* должен находиться любой правильный PHP-код (не обязательно зависящий от параметров). И наконец, после ключевого слова *return* должно идти корректное php-выражение (что-либо, что имеет значение). Кроме того, у функции может и не быть параметров, как и возвращаемого значения. Пример правильного *объявления функции* – функция вычисления факториала, приведенная выше.

Как происходит вызов функции? Указывается имя функции и в круглых скобках список значений ее параметров, если таковые имеются:

<?php

Имя\_функции ("значение\_для\_параметра1",

"значение\_для\_параметра2",...);

// пример вызова функции – вызов функции

// вычисления факториала приведен выше,

// там для вычисления факториала числа 3

// мы писали: fact(3);

// где fact – имя вызываемой функции,

// а 3 – значение ее параметра с именем $n

?>

Когда можно вызывать функцию? Казалось бы, странный вопрос. Функцию можно вызвать после ее определения, т.е. в любой строке программы ниже блока function f\_name(){...}. В *PHP3* это было действительно так. Но уже в *PHP4* такого требования нет. Все дело в том, как интерпретатор обрабатывает получаемый код. Единственное исключение составляют функции, определяемые условно (внутри условных операторов или других функций). Когда функция определяется таким образом, ее определение должно предшествовать ее вызову.

<?php

$make = true;

/\* здесь нельзя вызвать Make\_event();

потому что она еще не существует, но можно

вызвать Save\_info() \*/

Save\_info("Вася","Иванов",

"Я выбрал курс по PHP");

if ($make){

// определение функции Make\_event()

function Make\_event(){

echo "<p>Хочу изучать Python<br>";

}

}

// теперь можно вызывать Make\_event()

Make\_event();

// определение функции Save\_info

function Save\_info($first, $last, $message){

echo "<br>$message<br>";

echo "Имя: ". $first . " ". $last . "<br>";

}

Save\_info("Федя","Федоров",

"А я выбрал Lisp");

// Save\_info можно вызывать и здесь

?>

Пример 5.1. Определение функции внутри условного оператора

Если функция однажды определена в программе, то переопределить или удалить ее позже нельзя. Несмотря на то, что имена функций нечувствительны к регистру, лучше вызывать функцию по тому же имени, каким она была задана в определении.

<?php

/\* нельзя сохранить данные, т.е. вызвать

функцию DataSave() до того, как выполнена

проверка их правильности, т.е. вызвана

функция DataCheck() \*/

DataCheck();

DataSave();

function DataCheck(){

// проверка правильности данных

function DataSave(){

// сохраняем данные

}

}

?>

Пример 5.2. Определение функции внутри функции

Рассмотрим подробнее аргументы функций, их назначение и использование.

#### **Аргументы функций**

У каждой функции может быть, как мы уже говорили, *список аргументов*. С помощью этих аргументов в функцию передается различная информация (например, значение числа, факториал которого надо подсчитать). Каждый аргумент представляет собой переменную или константу.

С помощью аргументов данные в функцию можно передавать тремя различными способами. Это передача аргументов по значению (используется по умолчанию), по ссылке и *задание значения аргументов по умолчанию*. Рассмотрим эти способы подробнее.

Когда аргумент передается в функцию по значению, изменение значения аргумента внутри функции не влияет на его значение вне функции. Чтобы позволить функции изменять ее аргументы, их нужно передавать по ссылке. Для этого в определении функции перед именем аргумента следует написать знак амперсанд "&".

<?php

// напишем функцию, которая бы добавляла

// к строке слово checked

function add\_label(&$data\_str){

$data\_str .= "checked";

}

$str = "<input type=radio name=article ";

// пусть имеется такая строка

echo $str ."<br>";

// выведет элемент формы –

// не отмеченную радио кнопку

add\_label($str);

// вызовем функцию

echo $str ."><br>";

// это выведет уже отмеченную

// радио кнопку

?>

Пример 5.3. Передача аргументов по ссылке

В функции можно определять значения аргументов, используемые по умолчанию. Само значение по умолчанию должно быть константным выражением, а не переменной и не представителем класса или вызовом другой функции.

У нас есть функция, создающая *информационное сообщение*, подпись к которому меняется в зависимости от значения переданного ей параметра. Если значение параметра не задано, то используется подпись "Оргкомитет.".

<?php

function Message($sign="Оргкомитет."){

// здесь параметр sign имеет по умолчанию значение "Оргкомитет"

echo "Следующее собрание состоится завтра.<br>";

echo $sign . "<br>";

}

Message();

// вызываем функцию без параметра.

// В этом случае подпись – это Оргкомитет

Message("С уважением, Вася.");

// В этом случае подпись

// будет "С уважением, Вася."

?>

Пример 5.4. Значения аргументов по умолчанию

Результатом работы этого скрипта будет:

Следующее собрание состоится завтра.

Оргкомитет.

Следующее собрание состоится завтра.

С уважением, Вася.

Если у функции несколько параметров, то те аргументы, для которых задаются значения по умолчанию, должны быть записаны после всех остальных аргументов в определении функции. В противном случае появится ошибка, если эти аргументы будут опущены при вызове функции.

Например, мы хотим внести описание статьи в каталог. Пользователь должен ввести такие характеристики статьи, как ее название, автора и краткое описание. Если пользователь не вводит имя автора статьи, считаем, что это Иванов Иван.

<?php

function Add\_article($title, $description,

$author="Иванов Иван"){

echo "Заносим в каталог статью: $title,";

echo "автор $author";

echo "<br>Краткое описание: ";

echo "$description <br>";

}

Add\_article("Информатика и мы",

"Это статья про информатику ...",

"Петров Петр");

Add\_article("Кто такие хакеры",

"Это статья про хакеров ...");

?>

В результате работы скрипта получим следующее

Заносим в каталог статью: Информатика и мы,

автор Петров Петр.

Краткое описание:

Это статья про информатику...

Заносим в каталог статью: Кто такие хакеры,

автор Иванов Иван.

Краткое описание:

Это статья про хакеров...

Если же мы напишем вот так:

<?php

function Add\_article($author="Иванов Иван",

$title, $description){

// ...действия как в предыдущем примере

}

Add\_article("Кто такие хакеры",

"Это статья про хакеров...");

?>

То в результате получим:

Warning: Missing argument 3 for

add\_article() in

c:\users\nina\tasks\func\def\_bad.php

on line 2

##### Списки аргументов переменной длины

В *PHP4* можно создавать функции с переменным числом аргументов. То есть мы создаем функцию, не зная заранее, со сколькими аргументами ее вызовут. Для написания такой функции никакого специального синтаксиса не требуется. Все делается с помощью *встроенных функций* *func\_num\_args()*, *func\_get\_arg()*, *func\_get\_args()*.

Функция ***func\_num\_args()*** возвращает число аргументов, переданных в текущую функцию. Эта функция может использоваться только внутри определения пользовательской функции. Если она появится вне функции, то интерпретатор выдаст предупреждение.

<?php

function DataCheck(){

$n = func\_num\_args();

echo "Число аргументов функции $n";

}

DataCheck();

// выведет строку

// "Число аргументов функции 0"

DataCheck(1,2,3);

// выведет строку

// "Число аргументов функции 3"

?>

Пример 5.5. Использование функции func\_num\_args()

Функция ***func\_get\_arg*** (целое номер\_аргумента ) возвращает аргумент из списка переданных в функцию аргументов, порядковый номер которого задан параметром номер\_аргумента. Аргументы функции считаются начиная с нуля. Как и *func\_num\_args()*, эта функция может использоваться только внутри определения какой-либо функции.

Номер\_аргумента не может превышать число аргументов, переданных в функцию. Иначе будет сгенерировано предупреждение, и функция *func\_get\_arg()* возвратит False.

Создадим функцию для проверки типа данных ее аргументов. Считаем, что проверка прошла успешно, если первый аргумент функции – целое число, второй – строка.

<?

function DataCheck(){

$check = true;

$n = func\_num\_args();

// число аргументов,

// переданных в функцию

/\* проверяем, является ли первый

переданный аргумент целым числом \*/

if ($n>=1)

if (!is\_int(func\_get\_arg(0)))

$check = false;

/\* проверяем, является ли второй

переданный аргумент строкой \*/

if ($n>=2)

if (!is\_string(func\_get\_arg(1)))

$check = false;

return $check;

}

if (DataCheck(123,"text"))

echo "Проверка прошла успешно<br>";

else echo "Данные не удовлетворяют

условиям<br>";

if (DataCheck(324))

echo "Проверка прошла успешно<br>";

else echo "Данные не удовлетворяют условиям<br>";

?>

Пример 5.6. Функция для проверки типа данных ее аргументов

Результатом работы будет следующее.

Проверка прошла успешно

Проверка прошла успешно

Функция ***func\_get\_args()*** возвращает массив, состоящий из списка аргументов, переданных функции. Каждый элемент массива соответствует аргументу, переданному функции. Если функция используется вне определения пользовательской функции, то генерируется предупреждение.

Перепишем предыдущий пример, используя эту функцию. Будем проверять, является ли целым числом каждый четный аргумент, передаваемый функции:

<?

function DataCheck(){

$check = true;

$n = func\_num\_args();

// число аргументов,

// переданных в функцию

$args = func\_get\_args();

// массив аргументов функции

for ($i=0;$i<$n;$i++){

$v = $args[$i];

if ($i % 2 == 0){

if (!is\_int($v)) $check = false;

// проверяем,

// является ли четный аргумент целым

}

}

return $check;

}

if (DataCheck("text", 324))

echo "Проверка прошла успешно<br>";

else echo "Данные не удовлетворяют

условиям<br>";

?>

Как видим, комбинации функций *func\_num\_args()*, *func\_get\_arg()* и *func\_get\_args()* используется для того, чтобы функции могли иметь переменный *список аргументов*. Эти функции были добавлены только в PHP 4. В *PHP3* для того, чтобы добиться подобного эффекта, можно использовать в качестве аргумента функции массив. Например, вот так можно написать скрипт, проверяющий, является ли каждый нечетный *параметр функции* целым числом:

<?

function DataCheck($params){

$check =true;

$n = count($params);

// число аргументов,

// переданных в функцию

for ($i=0;$i<$n;$i++){

$v = $params[$i];

if ($i % 2 != 0){

// проверяем, является ли нечетный

// аргумент целым

if (!is\_int($v)) $check = false;

}

}

return $check;

}

if (DataCheck("text", 324))

echo "Проверка прошла успешно<br>";

else echo "Данные не удовлетворяют условиям<br>";

?>

#### **Использование переменных внутри функции**

##### **Глобальные переменные**

Чтобы использовать внутри функции переменные, заданные вне ее, эти переменные нужно объявить как глобальные. Для этого в *теле функции* следует перечислить их имена после ключевого слова *global*:

global $var1, $var2;

<?

$a=1;

function Test\_g(){

global $a;

$a = $a\*2;

echo 'в результате работы функции $a=',$a;

}

echo 'вне функции $a=',$a,', ';

Test\_g();

echo "<br>";

echo 'вне функции $a=',$a,', ';

Test\_g();

?>

Пример 5.7. Глобальные переменные

В результате работы этого скрипта получим:

вне функции $a=1, в результате работы

функции $a=2

вне функции $a=2, в результате работы

функции $a=4

Когда переменная объявляется как глобальная, фактически создается ссылка на *глобальную переменную*. Поэтому такая запись эквивалентна следующей (массив $GLOBALS содержит все переменные, глобальные относительно текущей области видимости):

$var1 = &$GLOBALS["var1"];

$var2 = &$GLOBALS["var2"];

Это значит, например, что удаление переменной $var1 не удаляет *глобальной переменной* $GLOBALS["var1"].

##### **Статические переменные**

Чтобы использовать переменные только внутри функции, при этом сохраняя их значения и после выхода из функции, нужно объявить эти переменные как статические. ***Статические переменные*** видны только внутри функции и не теряют своего значения, если выполнение программы выходит за *пределы функции*. Объявление таких переменных производится с помощью ключевого слова *static*:

static $var1, $var2;

*Статической переменной* может быть присвоено любое значение, но не ссылка.

<?

function Test\_s(){

static $a = 1;

// нельзя присваивать выражение или ссылку

$a = $a\*2;

echo $a;

}

Test\_s(); // выведет 2

echo $a; // ничего не выведет, так как

// $a доступна только

// внутри функции

Test\_s(); // внутри функции $a=2, поэтому

// результатом работы функции

// будет число 4

?>

Пример 5.8. Использование статической переменной

#### **Возвращаемые значения**

Все функции, приведенные выше в качестве примеров, выполняли какие-либо действия. Кроме подобных действий, любая функция может возвращать как результат своей работы какое-нибудь значение. Это делается с помощью утверждения *return*. Возвращаемое значение может быть любого типа, включая списки и объекты. Когда интерпретатор встречает команду *return* в *теле функции*, он немедленно прекращает ее исполнение и переходит на ту строку, из которой была вызвана функция.

Например, составим функцию, которая возвращает возраст человека. Если человек не умер, то возраст считается относительно текущего года.

<?php

/\* если второй параметр вычисляется

как true, то он рассматривается как

дата смерти, \*/

function Age($birth, $is\_dead){

if ($is\_dead) return $is\_dead-$birth;

else return date("Y")-$birth;

}

echo Age(1971, false); // для 2009 года выведет 38

echo Age(1971, 2001); // выведет 30

?>

В этом примере можно было и не использовать функцию *return*, а просто заменить ее функцией вывода echo. Однако если мы все же делаем так, что функция возвращает какое-то значение (в данном случае возраст человека), то в программе мы можем присвоить любой переменной значение этой функции:

$an\_age = Age(1981, 2004);

В результате работы функции может быть возвращено только одно значение. Несколько значений можно получить, если возвращать список значений (*одномерный массив*). Допустим, мы хотим получить полный возраст человека с точностью до дня.

<?php

function Full\_age($b\_day, $b\_month, $b\_year)

{

$y = date("Y");

$m = intval(date("m"));

$d = intval(date("d"));

$b\_month = intval($b\_month);

$b\_day = intval($b\_day);

$b\_year = intval($b\_year);

$day = ($b\_day > $d ? 30 - $b\_day + $d : $d - $b\_day);

$tmpMonth = ($b\_day > $d ? -1 : 0);

$month = ($b\_month > $m + $tmpMonth ? 12 - $b\_month +

$tmpMonth + $m : $m+$tmpMonth - $b\_month);

$tmpYear = ($b\_month > $m + $tmpMonth ? -1 : 0);

if ($b\_year > $y + $tmpYear)

{

$year = 0; $month = 0; $day = 0;

}

else

{

$year = $y + $tmpYear - $b\_year;

}

return array ($day,$month,$year);

}

$age = Full\_age("29","06","1986");

echo "Вам $age[2] лет, $age[1] месяцев и $age[0] дней";

?>

Когда функция возвращает несколько значений для их обработки в программе, удобно использовать языковую конструкцию *list* (), которая позволяет одним действием присвоить значения сразу нескольким переменным. Например, в предыдущем примере, оставив без изменения функцию, обработать возвращаемые ей значения можно было так:

<?

// задание функции Full\_age()

list($day,$month,$year) = Full\_age("07",

"08","1974");

echo "Вам $year лет, $month месяцев и

$day дней";

?>

Вообще конструкцию *list* () можно использовать для присвоения переменным значений элементов любого массива.

<?

$arr = array("first","second");

list($a,$b) = $arr;

// переменной $a присваивается первое

// значение массива, $b – второе

echo $a," ",$b;

// выведет строку "first second"

?>

Пример 5.9. Использование list()

##### **Возвращение ссылки**

В результате своей работы функция также может возвращать ссылку на какую-либо переменную. Это может пригодиться, если требуется использовать функцию для того, чтобы определить, какой переменной должна быть присвоена ссылка. Чтобы получить из функции ссылку, нужно при объявлении перед ее именем написать знак амперсанд ( & ) и каждый раз при вызове функции перед ее именем тоже писать амперсанд ( & ). Обычно функция возвращает ссылку на какую-либо *глобальную переменную* (или ее часть – ссылку на элемент глобального массива), ссылку на *статическую переменную* (или ее часть) или ссылку на один из аргументов, если он был также передан по ссылке.

<?

$a = 3; $b = 2;

function & ref($par){

global $a, $b;

if ($par % 2 == 0) return $b;

else return $a;

}

$var =& ref(4);

echo $var, " и ", $b,"<br>";

//выведет 2 и 2

$b = 10;

echo $var, " и ", $b,"<br>";

// выведет 10 и 10

?>

Пример 5.10. Возвращение ссылки

При использовании синтаксиса ссылок в переменную $var нашего примера не копируется значение переменной $b возвращенной функцией $ref, а создается ссылка на эту переменную. То есть теперь переменные $var и $b идентичны и будут изменяться одновременно.

#### **Переменные функции**

PHP поддерживает концепцию *переменных функций*. Это значит, что если имя переменной заканчивается круглыми скобками, то PHP ищет функцию с таким же именем значения и пытается ее выполнить.

<?

/\* создадим две простые функции:

Add\_sign – добавляет подпись к строке и

Show\_text – выводит строку текста \*/

function Add\_sign($string,

$sign="С уважением, Петр"){

echo $string ." ".$sign;

}

function Show\_text(){

echo "Отправить сообщение по почте<br>";

}

$func = "Show\_text";

// создаем переменную со значением,

// равным имени функции Show\_text

$func();

// это вызовет функцию Show\_text

$func = "Add\_sign";

// создаем переменную со значением,

// равным имени функции Add\_sign

$func("Привет всем <br>");

// это вызовет функцию

// Add\_sign с параметром "Привет всем"

?>

Пример 5.11. Использование переменных функций

В этом примере функция Show\_text просто выводит строку текста. Казалось бы, зачем для этого создавать отдельную функцию, если существует специальная функция echo(). Дело в том, что такие функции, как echo(), print(), *unset*(), include() и т.п. нельзя использовать в качестве *переменных функций*. То есть если мы напишем:

<?

$func = "echo ";

$func("TEXT");

?>

то интерпретатор выведет ошибку:

Fatal error: Call to undefined function:

echo() in

c:\users\nina\tasks\func\var\_f.php on line 2

Поэтому для того, чтобы использовать любую из перечисленных выше функций как *переменную функцию*, нужно создать собственную функцию, что мы и сделали в предыдущем примере.

#### **Внутренние (встроенные) функции**

Говоря о функциях, определяемых пользователем, все же нельзя не сказать пару слов о *встроенных функциях*. С некоторыми из *встроенных функций*, такими как echo(), print(), date(), include(), мы уже познакомились. На самом деле все перечисленные функции, кроме date(), являются языковыми конструкциями. Они входят в ядро PHP и не требуют никаких дополнительных настроек и модулей. Функция date() тоже входит в состав ядра PHP и не требует настроек. Но есть и функции, для работы с которыми нужно установить различные библиотеки и подключить соответствующий модуль. Например, для использования функций работы с базой данных *MySql* следует скомпилировать PHP с поддержкой этого расширения. В последнее время наиболее распространенные расширения и соответственно их функции изначально включают в состав PHP так, чтобы с ними можно работать без каких бы то ни было дополнительных настроек интерпретатора.

#### **Решение задачи**

Напомним, в чем состоит задача. Мы хотим написать интерфейс, который позволял бы создавать *html-формы*. Пользователь выбирает, какие элементы и в каком количестве нужно создать, придумывает им названия, а наша программа сама генерирует требуемую форму.

Разобьем задачу на несколько подзадач: выбор типов элементов ввода и их количества, создание названий элементов ввода и обработка полученных данных, т.е. непосредственно генерация формы. Первая задача достаточно проста: нужно написать соответствующую форму, например подобную приведенной ниже ():

<form action="ask\_names.php">

Создать элемент "строка ввода текста": <input

type=checkbox name=types[]

value=string><br>

Количество элементов: <input type=text

name=numbers[string]

size=3><br>

<br>

Создать элемент "текстовая область": <input

type=checkbox

name=types[] value=text><br>

Количество элементов: <input type=text

name=numbers[text]

size=3><br>

<input type=submit value="Создать">

</form>

Листинг 5.12. task\_form.html

Когда мы пишем в имени элемента формы, например types[], это значит, что его имя – следующий элемент массива types. То есть у нас первый элемент формы ( "строка ввода текста" ) будет иметь имя types[0], а второй (текстовая область) – types[1]. В браузере task\_form.html будет выглядеть примерно так:

![Форма для выбора создаваемых элементов и их количества](data:image/gif;base64,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)

**Рис. 5.1.**Форма для выбора создаваемых элементов и их количества

После отправки данных этой формы мы получим информацию о том, какие элементы и сколько элементов каждого типа нужно создать. Следующий скрипт запрашивает названия для этих элементов:

<?

$file = "task.php";

/\* файл, который будет обрабатывать

сгенерированную этим скриптом форму \*/

function Ask\_names(){

// функция генерирует форму для

// ввода названий элементов ввода

global $file;

//объявляем, что хотим использовать эту

// переменную, заданную вне функции

if (isset($\_GET["types"])){

$st = '<form action="'.$file.'">';

foreach ($\_GET["types"] as $k => $type){

/\* перебираем все типы элементов,

которые нужно создать \*/

$num = $\_GET["numbers"][$type];

// сколько элементов каждого типа нужно

for ($i=1;$i<=$num;$i++){

// создаем $num строк для ввода

$st.= "Введите имя $i-го элемента типа $type: ";

$st.= "<input type=text name=names[$type][]><br>";

}

// сохраняем тип и число необходимых

// элементов ввода этого типа

$st.= "<input type=hidden name=types[] value=$type>";

$st.= "<input type=hidden name=numbers[] value=$num><br>";

}

$st .= "<input type=submit name=send value=send></form>";

return $st;

// в переменной $st содержится код формы

// для запроса имен

} else echo "Select type";

}

echo Ask\_names();

// вызываем функцию и выводим

// результаты ее работы

?>

Листинг 5.13. ask\_names.php

Допустим, нужно создать два элемента типа "текстовая строка" и один элемент типа "текстовая область", как и отмечено в форме выше. Тогда скрипт ask\_names.php обработает ее таким образом, что мы получим такую форму:

![Форма для ввода названий создаваемых элементов](data:image/gif;base64,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)

**Рис. 5.2.**Форма для ввода названий создаваемых элементов

Введем в эту форму, например, строки "Название", "Автор" и "Краткое содержание". Эти данные будет обрабатывать скрипт task.php.

<?

$show\_file = "task\_show.php";

/\* файл, который будет обрабатывать данные

созданной этим файлом формы \*/

function Create\_element($type,$name){

// функция создает элемент ввода

// по типу и названию

$str="";

switch($type){

case "string":

$str .= "$name: <input type=text name=string[]><br>";

break;

case "text":

$str .= "$name: <textarea name=text[]></textarea><br>";

break;

}

return $str;

}

function Create\_form(){

// функция создает форму

// с нужными элементами

global $show\_file;

$str = '<form action="'.$show\_file.'">';

foreach ($\_GET["types"] as $k => $type){

// перебираем типы элементов

$num = $\_GET["numbers"][$k];

// число элементов этого типа

for ($i=1;$i<=$num;$i++){

$arr = $\_GET["names"][$type][$i-1];

// имя создаваемого элемента

$str .= Create\_element($type,$arr);

// вызываем функцию для

// создания элемента

}

}

$str .= "<input type=submit value=send></form>";

echo $str;

}

$crt = "Create\_form";

$crt(); // вызываем функцию создания

// формы Create\_form

?>

Листинг 5.14. task.php

Результатом работы этого скрипта с входными данными, приведенными выше, будет следующая форма:

![Пример формы, сгенерированной нашей программой](data:image/gif;base64,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)

**Рис. 5.3.**Пример формы, сгенерированной нашей программой

#### **Заключение**

Подведем итоги. В этой лекции мы изучили функции, определяемые пользователем, их синтаксис и семантику, способы передачи их аргументов и возвращаемых значений. Кроме того, обсуждались способы задания и работы с функциями, имеющими переменное число аргументов и альтернативный способ вызова функции (с помощью переменной, значение которой есть имя функции). В следующей лекции будет рассмотрена объектная модель языка PHP.